|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **S.No**. | **Case**  **Studies** | **Line of codes**  **(LOC)** | **Description** | **Time**  **Complexity** | **Space**  **Complexity** |  |  |  |  |
| 1 | ACM  Team | 37 | Maximum  Number of  Topics each  Team can  know | O(n^2) | 1KB |  |  |  |  |
| 2 | BFS | 42 | Breadth First  Search Graph  Traversal | O(E+V) | 1KB |  |  |  |  |
| 3 | Calendar  Problem | 59 | Predict the  Day when  Date is given | O(m)  m-> month | 2KB |  |  |  |  |
| 4 | Cavity  Map | 41 | Identify the  Cavity in map  By observing  Adjacent cell | O(n^2) | 1KB |  |  |  |  |
| 5 | Cipher | 22 | Decode the  Message by  Message and  Key | O(n) | 1KB |  |  |  |  |
| 6 | Compute  Days | 58 | Computes the  Day between  Any two days | O(n) | 2KB |  |  |  |  |
| 7 | GCD | 20 | Greatest  Common  divisor of two  Number | O(n) | 1KB |  |  |  |  |
| 8 | Love Letter  Mystery | 29 | Minimum  efforts To  make a String  Palindrome | O(n) | 1KB |  |  |  |  |
| 9 | Sherlock  And  Array | 46 | Sum of all  Elements on its  Left is equal to  Sum of all elements on its right | O(n^2) | 1KB |  |  |  |  |
| 10 | Triangle  Problem | 29 | Identify the Triangle | O(1) | 1KB |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |

**Result and working of algorithm**

**Problem Consideration:**

**CIPHER**

**Problem statement**:

Jack and Daniel are friends.   
They want to encrypt their conversation so that they can save themselves from interception by a detective agency. So they invent a new cipher.   
Every message is encoded to its binary representation of length.   
Then it is written down times, shifted by bits.   
If and it looks so:

1001010

1001010

1001010

1001010

Then calculate [XOR](https://www.hackerrank.com/external_redirect?to=http://en.wikipedia.org/wiki/XOR#Bitwise_operation) in every column and write it down. This number is called. For example, XOR-ing the numbers in the above example results in

1110100110

Then the encoded message and are sent to Daniel.

Jack is using this encoding algorithm and asks Daniel to implement a decoding algorithm.   
Can you help Daniel implement this?

**Input Format**   
The first line contains two integers and.   
the second line contains string of length consisting of ones and zeros.

**Output Format**   
Decoded message of length, consisting of ones and zeros.

**Constraints**   
 1 <= N <= 10^6  
 1 <= K <= 10^6  
 |S| = N+K-1  
   
It is guaranteed that is correct.

**Sample Input#00**

7 4

1110100110

**Sample Output#00**

1001010

**Sample Input#01**

6 2

1110001

**Sample Output#01**

101111

**Explanation**

**Input#00**

1001010

1001010

1001010

1001010

----------

1110100110

**Input#01**

101111

101111

-------

1110001

----------------------\*\*\*\*\*\*\*---------------------\*\*\*\*\*\*\*\*----------------------\*\*\*\*\*\*\*\*\*-------------------\*\*\*\*\*\*\*\*

**ALGORITHM: (The cuckoo algorithm)**

**Input**:

A graph (which can contain self-loops, bridge edges and nodes) representation of the modules with their interconnectivity, weights given to the edges between modules, and with the start node and end node designated/mentioned.

**Output**: Optimized test sequence(s).

**Procedure**:

**Step 1**: The graph that is given as input is first engineered to obtain sequences from it, ensuring completeness, in the sense that every edge and node is covered at least once, say we obtained n sequences (n nests). These n nests correspond to the n host nests.

**Step 2**: Define a function F(x) as min {f(x)} (here it is min because we are considering costs involved as static weights), where f(x) is the fitness function that shall depend on the sequences.

f(x) = Σ (dynamic wt. \* static wt.)

Where i ∈ E(x) (set of edges of the adjacency matrix)

Initially, set the value of F(x) to infinity (corresponding to the fitness of the cuckoo).

**Step 3:**  Start with any randomly chosen sequence say Si (corresponding to the nest the cuckoo has chosen randomly), then calculate its fitness f(x) by

**3a** Calculating the dynamic weights of the edge transitions in the sequence. Dynamic weight of the edge from Ni to Ni+1 = in-degree of Ni+2\* out-degree of Ni, ∀i.

**3b** Calculate the product of the static weight (the weight assigned in the graph explicitly for the edges) and the dynamic weights calculated in Step 3a. This step is done over all the edges.

**3c** Calculate the sum of the products (calculated in Step 3b) over all the edges in the sequence.

**Step** **4**: Update the function value based on the fitness function, and pass those sequence(s) that were used in updating the function F(x) value, to the next iteration and discard the remaining sequences (the sequences that were used in comparison), which is analogous to discarding some fraction of the worst nests and retaining the best nests. In case of tie, in fitness values, all the corresponding sequences participating in the tie shall be passed to the further iteration.

**Step 5:** If all the sequences have been checked and compared, then end the procedure. Else, go to Step 3 with another sequence.

**DD (Decision To Decision) Graph**

**![](data:image/png;base64,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)**

**Graph data (Input)**

**I j weight**

**0 1 8**

**0 4 15**

**1 2 16**

**1 3 18**

**2 3 3**

**3 0 9**

**Fitness Calculation**

Path Optimized

[ 0 -> 1 -> 2 -> 3 -> 0 -> 4 ]

Fitness value = Dynamic weight \* Static weight

Dynamic weight = out degree \* in degree

Therefore,

Fitness value = out degree \* in degree \* static weight

2\*1\*8 + 2\*2\*16 + 1\*1\*3 + 1\*1\*9 + 2\*1\*15

16 + 64 + 3 + 9 + 30 = 122

**Process of Execution (Case study: Cipher problem)**

Step 1:

The program’s decision-to-decision graph data is considered. Graph data in form

Of node connectivity and their corresponding weight is given as input.

Step2:

Main input to the program:

Enter number of nodes (n):

5

Enter number of edges (e):

6

(Now next six lines will be input as the edge data)

I j weight

0 1 8

0 4 15

1 2 16

1 3 18

2 3 3

3 0 9

Based on that some considered paths are:

0 -> 4

0 -> 1 -> 3 -> 0 -> 4

0 -> 1 -> 2 -> 3 -> 0 -> 4 (We can see maximum node coverage)

Now let’s calculate its fitness

Fitness is the will be based on fitness function value i.e. objective value.

And Fitness function is:

F(x) = ∑ (static weight \* dynamic weight)

Summation will be taken of whole path

Static weight of a particular edge will be given as input

We have to calculate dynamic weight of the edge will be calculated as:

Dynamic weight = (out-degree of Ni node) \* (in-degree of Ni+2 node)

Ni = this is the current node

Ni+2 = this is the next to next node in the current path

Out-degree = number of outgoing edges from the a node

In-degree = number of ingoing edges to a node.

Calculation of dynamic weight of all edges of path (0 -> 1 -> 2 -> 3 -> 0 -> 4)

1. For 0 -> 1:

Out-degree (0) = 2

In-degree (2) = 1

Dynamic weight = out-degree\*in-degree

= 2\*1

= 2

1. For 1 -> 2:

Out-degree (1) = 2

In-degree (3) = 2

Dynamic weight = out-degree\*in-degree

= 2\*2

= 4

1. For 2 -> 3:

Out-degree (2) = 1

In-degree (0) = 1

Dynamic weight = out-degree\*in-degree

= 1\*1

= 1

1. For 3 -> 0:

Out-degree (3) = 1

In-degree (4) = 1

Dynamic weight = out-degree\*in-degree

= 1\*1

= 1

1. For 0 -> 4:

Out-degree (0) = 2

In-degree = 1 (As in-degree will be 1 because no next node is present)

Dynamic weight = out-degree\*in-degree

= 2\*1

= 2

We have successfully calculate the dynamic weights of all edges

Now we have to calculate the summation of the product of dynamic weights

And static weights of edges of the whole path.

Therefore,

Fitness function will be:

F(x) = ∑ (static weight \* dynamic weight)

= 8\*2 + 16\*4 + 3\*1 + 9\*1 + 15\*2

= 16 + 64 + 3 + 9 + 30

= 122